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ABSTRACT 
Recently, DevOps has emerged as an alternative for software 
organizations inserted into a dynamic market to handle daily 
software demands. As claimed, it intends to make the software 
development and operations teams to work collaboratively. 
However, it is hard to observe a shared understanding of DevOps, 
what potentially hinders the discussions in the literature and can 
confound observations when conducting empirical studies. 
Therefore, we performed a Multivocal Literature Review aiming 
at characterizing DevOps in multiple perspectives, including data 
sources from technical and gray literature. Grounded Theory 
procedures were used to rigorous analyze the collected data. It 
allowed us to achieve a grounded definition for DevOps, as well 
as to identify its recurrent principles, practices, required skills, 
potential benefits, challenges and what motivates the 
organizations to adopt it. Finally, we understand the DevOps 
movement has identified relevant issues in the state-of-the-
practice. However, we advocate for the scientific investigations 
concerning the potential benefits and drawbacks as a consequence 
of adopting the suggested principles and practices. 

CCS Concepts 
• Software and its engineering → Software creation and 
management → Collaboration in software development.  

Keywords 
DevOps, Software Development and Operations, Multivocal 
Literature Review, Grounded Theory 

1. INTRODUCTION 
Software development organizations face the challenge of rapidly 
and continuously adapting themselves for unpredictable changes 
to achieve their business needs, in the face of an even more 
dynamic and competitive market [1]. In this context, many 
software organizations have introduced agility into their 
development processes to handle the frequent changes and carry 
out the continuous delivery of their software products and 
services. Such initiative contributed to reducing the development 
time of software releases (i.e., requirements, design, coding, and 
testing phases) and the periodicity between them, as well as to 
maintain the software constantly available for deployment.  
Nevertheless, once a software release reaches its deliverable state, 

the deployment usually becomes responsibility of the software 
operations team. The reduced development time and increased 
periodicity between releases imply that software operations team 
now needs to handle a considerable amount of constant changes in 
the production environment, increasing its backlog. As a result, 
software practitioners report that such adoption of agile practices 
exposes inefficiencies in their release processes [2], and do not 
improve the operational reliability and communication between 
software development and operations teams. Erich et al [3] 
reinforce it by indicating that the structural and functional division 
of software development and operations departments has a 
negative impact from the practitioners’ perspective.  
In the face of this, it is possible to observe the recent spread of the 
term “DevOps” among IT professionals. This term has its origin 
in consultants and practitioner’s conferences on software systems 
administration [4]. It has been discussed under diverse definitions 
that, in some sense, converge to the collaboration between the 
software development and operations teams, providing potential 
solutions for the scenario of constant changes and deliverables 
previously described. Still, IT consultants and practitioners point 
out many benefits associated with DevOps, such as the 
acceleration of the software delivery process and improvement on 
IT stability. However, the DevOps definition and scope remains 
unclear in the scientific literature or among software practitioners, 
with the little scientific knowledge available to support the 
discussion of its issues [3] [5]. Thus, we understand it is worth to 
investigate further the concepts concerned with DevOps, 
contributing to reduce the conceptual gap between the academic 
research and professional practices on this topic. 
Motivated by these concerns and considering that DevOps is a 
subject characterized by the abundance of diverse types of sources 
but lacking scientific investigation, we conducted a Multivocal 
Literature Review (MLR) supported by rigorous qualitative 
analysis procedures (Section 2). This study characterizes DevOps 
(Section 3), w.r.t. its definition; issues motivating its adoption, 
including organizational and sociotechnical perspectives; its 
characteristics, such as driving principles; the universe of 51 
suggested practices and the required skills for both software 
development and operations teams; and the potential benefits and 
challenges of adopting DevOps under the perspective of software 
engineering. Section 4 discusses related works and the relevance 
of the findings. Finally, we draw our conclusions based on the 
findings and present the road ahead in Section 5. 

2. RESEARCH METHODOLOGY 
2.1 Literature Review 
Initially, we started by searching (ad-hoc) the Web for DevOps 
hits and trying to get a general understanding of it. This quest led 
us to the contextual fact that the DevOps term and discussions 
have their origins in industry, more precisely at conferences on 
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system administration issues around 2009 [4]. 
Therefore, for this study, we considered a traditional Systematic 
Literature Review (SLR) [6] [7] would not be adequate, since 
DevOps is recent in the Industry and SLRs have limited capacity 
for capturing the state-of-the-practice, usually described in the 
gray literature. Besides, the ad-hoc searching suggested DevOps 
has little scientific investigation and evidence. However, as 
previously mentioned, practitioners have been discussing it on 
their practical perspectives. For these reasons, we considered 
different data sources to address DevOps. Thus, this study can be 
characterized as a Multivocal Literature Review [8]. The diversity 
of sources appears in a variety of forms (e.g., academic literature, 
industry reports, tool vendors’ websites, and blogs), reflecting 
different purposes and perspectives [8]. It also comprises software 
practitioners, represented by movement pioneers’ websites. 
Even not performing an SLR, we still followed an approach 
consisting of planning, execution, and analysis. In the planning 
stage, we define the research goal as the analysis of different 
literature sources of data with the purpose of characterizing 
DevOps with respect to its definition, main characteristics, 
motivating issues, and potential benefits and challenges, from the 
point of view of SE researchers, in the context of ESE Group 
research on emerging technologies for contemporary software 
development. From this goal, we derived the research questions 
(RQs), search procedures, inclusion and exclusion criteria:  

x RQ1: What is the actual meaning of the term “DevOps”?  
x RQ2: What are the issues motivating the adoption of DevOps? 
x RQ3: What are the main characteristics associated with 

DevOps? 
x RQ4: What are the main expected benefits and challenges of 

adopting DevOps?  
Regarding the searching procedures, we used structured search, 
i.e., a search was performed out on Google and Google Scholar. 
For that, we selected the following terms referring to DevOps to 
capture relevant data to answer the research questions: “Dev-
Ops”, “Dev” AND “Ops”, “DevOps”, “development” AND 
“operations”. Our background allowed us to identify terms 
addressing particular practices, e.g., “continuous delivery” and 
“infrastructure as code”, as being closely associated with DevOps. 
However, we did not include them in the search string since we 
are interested in the characterization under the DevOps 
perspective (including its related practices), rather than 
characterizing the practices themselves in isolation. 
The following inclusion criteria supported the selection of 
relevant data sources: (I1) sources addressing the DevOps term or 
the integration of software development and operation teams; and 
(I2) different types of sources, such as articles, technical reports, 
and tool vendors’ websites or blogs posts, i.e., including both 
academia and industry. The exclusion criteria were: (E1) repeated 
sources (in this case, just one was considered); (E2) duplicate 
sources reporting similar results (in this case, only the most 
complete was considered); (E3) sources published before 2009, 
when the term was created; (E4) material not written in English; 
and (E5) inaccessible sources. Particularly, the criterion E4 is 
justified due to the observed lack of rigor in translations from 
English to Portuguese on the sources such as blog posts and 
websites, associated with lack of their original references, which 
would confound the analysis. 
A data extraction form was defined to capture details from the 
data sources including bibliographic information and relevant 
information for answering the RQs. 

Regarding the execution stage, three researchers performed the 
structured search, collecting the materials by applying the 
inclusion and exclusion criteria in the searched hits. As one may 
wonder, Google and Google Scholar present millions1 of “results” 
by searching for the selected terms. To handle this issue, we 
interleaved data collection and extraction. Thus, when we 
observed that no additional data could be extracted from new 
sources, we moved to the analysis. The extraction process was 
performed in pairs, still with three researchers, in such a way that 
a researcher extracted the relevant data and after that, another 
researcher reviewed that extraction. For all pieces of extracted 
data, at least one researcher reviewed it.   

2.2 Analysis Procedures 
To support the analysis process, we performed a qualitative 
analysis of the extracted data using procedures from the Grounded 
Theory (GT) [8]. Grounded Theory is a methodology for 
qualitative research that aims to generate theories based on the 
obtained data during research. However, we do not adopt GT in 
full as we have no ambition of generating theories in this study, 
but use some GT procedures just to support the analysis of 
relevant data and identification of concepts to answer the 
established RQs. 
The analysis procedure is based on the coding process of 
analyzing (textual) data and assigning concepts to chunks of data. 
Such concepts represent the basic unit of analysis and are 
identified by breaking down the data and assigning labels to it. 
These labels should constantly be revisited to ensure that the 
conceptualization is held consistent. This coding process is 
handled in three different stages: open coding, axial coding, and 
selective coding. In this study, we followed the orientations 
presented by Strauss and Corbin [9], which assume a non-
sequential order, mainly between the open and axial stages, with 
interleaved data collection and analysis between these stages. 
Open coding is the analytical process in which researchers 
identify concepts, their properties, and dimensions in the data. In 
this process, the data are fragmented and conceptually labeled in 
codes. In turn, codes may represent actions, events, properties, 
and interactions that are relevant for the researchers. During the 
open coding process, the concepts should constantly be compared 
with each other to find similarities, and then they should be 
grouped to form categories. Therefore, in axial coding, categories 
are associated to their subcategories. It is also constantly done as 
new categories emerge. Finally, in selective coding, all categories 
are unified around the central core category and relationships are 
established among these categories. 
To answer RQ1, we performed open, axial and selective coding to 
understand the concepts and their relationships better to define 
DevOps around a core category (Development and Operations 
Altogether in Section 3.2). For the other RQs, only the open and 
axial coding was carried out, since the goal was to categorize the 
aspects that would support their answering. 
Aiming to support the coding process, we adopted the QDA 
Miner Tool2, in which all extracted data was imported. The top 
right of Figure 1 exemplifies the open coding process. In this case, 
we assign concepts to pieces of extracted text (highlighted), which 
represent DevOps characteristics. For each new code, we compare 
it to the existing ones, aiming to understand whether it refers to 
the same concept. 
                                                                 
1 Searching “DevOps” on Google returns about 15.300.000 hits. 
2 http://provalisresearch.com 
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After that, we established relationships among the codes through 
reasoning about the descriptions regarding DevOps definitions to 
generate the categories (axial coding). 
Thus, the name assigned to a particular category aims at 
representing, at a higher abstraction level, all concepts inherent to 
the codes about it. For instance, the left side of Figure 1 
exemplifies a category (Development and Operations Altogether) 
created from the relationship among some codes (vertical or 
hierarchical relationship). Besides, we established relationships 
between codes of different categories (horizontal relationship) 
that enabled us to understand better the categories needing 
additional details. The bottom right of Figure 1 shows a 
relationship among codes from different categories. For instance, 
the relationship “Requires”, referring to codes: “approach for 
handling frequent deployments” and “development and operations 
collaborating”, which belong to different categories. 

3. RESULTS 
3.1 General Numbers from the Review 
During the structured search, we selected 50 data sources based 
on the application of inclusion and exclusion criteria. After 
reading and extracting all data, we reduced to 43 sources as no 
further useful data could be extracted. These sources loosely 
mention DevOps but do not discuss it on a consistent basis for our 
research questions. Table 1 presents the sources included by type. 

Table 1. Selected sources 

Types #Sources References 
Academic Journal 3 [10] [11] [12] 

Academic Tech. Report 2 [13] [14] 
Book 1 [15] 

Website 12 
[16] [17] [4] [18] 

[19] [20] [21] [22] 
[23] [24] [25] [26] 

Academic Conference 
Papers 8 [27] [28] [29] [30] 

[3] [31] [32] [33] 

Industrial Journals 8 [34] [35] [36] [37] 
[38] [39] [40] [41] 

Industrial Tech. Report 8 [42] [43] [44] [2] 
[45] [46] [47] [48] 

Proceedings Preface 1 [49] 
Total 43  

More than 69% (30) of the sources are gray literature, represented 
by websites, books, industry journals, and industry technical 
reports. Therefore, this distribution reinforces the idea that 
DevOps is little explored by the academic community yet. 

3.2 DevOps Definition (RQ1) 
In our literature review, we observed that several distinct 
definitions were assigned to the DevOps term. Figure 2 presents 
the main concepts defining DevOps according to our dataset, 
identified in the stage of open coding. Both practitioners and 
researchers presented these definitions, having no consensus 
among them. Besides, we could observe data sources explicitly 
mentioning DevOps having no precise definition. 

 
Figure 2. Concepts defining DevOps 

Erich et al. [3] also could not identify a consolidated definition for 
DevOps through a systematic mapping study. Even so, they 
defined DevOps as a framework, but emphasizing the problem 
regarding the lack of consensus among the reviewed studies. 
However, considering it as a framework would require clear 
instantiation steps or rules, which is not available for DevOps. 

As we identified different concepts regarding the DevOps 
definition, we verified their actual meaning against three 
dictionaries3. For instance, we discarded terms defining DevOps 
as a methodology [46] or a method [47] since these terms imply 
on the existence of a systematic approach for performing DevOps 
or introducing its practices into organizations. Such strategy 

                                                                 
3 Oxford, Cambridge, and Merriam-Webster. 

Figure 1. Codes grouped into categories (open coding) and relationship among different categories (axial code) 
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played an essential role in understanding what DevOps mean. 
Therefore, aiming a better understanding, we identified the 
relationships among categories (Figure 3) like the ones in Figure 
2. These categories were established in the axial coding.  

 
Figure 3. Inter-related concepts (categories) composing the 

DevOps definition 
This way, we identified that DevOps is more frequently associated 
with the idea of a movement of Information and Communication 
Technology (ICT) practitioners (Figure 2). Hence, we emphasize 
that the meaning of term “movement” is, according to the adopted 
dictionaries, associated with a group of people working together 
to achieve a common goal, as well as a situation in which people 
change their way of thinking or doing something. 
As a result of the coding process applied to the data, we 
synthesized that DevOps is a neologism representing a movement 
of ICT professionals addressing a different attitude regarding 
software delivery through the collaboration between software 
systems development and operation functions, based on a set of 
principles and practices, such as culture, automation, 
measurement and sharing. Such collaboration aims at improving 
the quality of development and operations processes, as well as 
the quality of software products and services. 

3.3 Motivating Issues (RQ2) 
We organized the issues motivating software organizations to 
introduce DevOps into the following categories.  
Organizational Structure and Policies: refer to the problems faced 
by organizations regarding the impact of their organizational 
structure and policies on their IT performance. The data sources 
pointed out that the software organizations have been isolating 
functionally and physically the software development and 
operations teams [18] [37] [32]. Hence, organizations separate 
software projects from their operation, and consequently software 
maintenance is hampered since the team responsible for the 
development of software is not the same one that will maintain it 
after the first release [30]. In this context, the software 
development team is measured by the number of delivered 
features while the software operations team by the systems 
stability. However, using system stability as a measure of the 
success of operations triggers an immediate response of 
preventing deployments as much as possible to avoid unstable 
releases. In turn, it will clash with the productivity measurement 
for development, focused on delivered features [37] [36] [46] 
[43]. All the issues associated with the team’s structural division 
increases the development cycle time, delaying delivery of 
valuable functionality or corrections, reducing collaboration, and 
increasing frustration and lacking of trust among teams. 
Therefore, a systematic approach is required to improve the whole 
organization, focusing on collaborative actions.  
External Pressure: the current scenario for software development 
requires organizations to respond faster due to market conditions, 
such as business changes, customers frequently demanding new 
features in a reliable way, and the development and support 
regarding different devices [29] [33]. Moreover, the growing 

demand for software as service has also led these organizations to 
restructure their business processes, and now they become 
responsible for both the software development and operation [34]. 
Release Process: considering the frequent demand for new 
features, the agility in software development processes affects the 
release process, leading to bottlenecks in the operations processes 
[39] [41] [44]. Such phenomenon exposes issues between 
software development and operations teams, in which the release 
process is unable to deliver new changes, hindering the 
continuous delivery of value to customers. For instance, the lack 
of parallelism between the development and deployment activities 
within releases increases the lead-time and slows down 
opportunities of early problems discovering [46]. Another issue 
regarding the release process is the fear of changing the system 
after it reaches stability, making organizations adopt rigid and 
bureaucratic processes for managing releases, which requires 
more effort and time to introduce new changes or corrections [46].  
Quality Demands: Currently, the software systems are becoming 
increasingly sophisticated (large and tightly coupled) [35], 
demanding even more non-functional features, such as 
maintainability, interoperability, scalability [28], and a high 
degree of reliability [37]. The difficulties in meeting these 
requirements are associated with characteristics of both the 
software systems and their development processes: long 
lifecycles, which makes harder to carry out changes; and the 
deployment and testing processes, which require a significant 
amount of time and effort for changes and rework. Another issue 
is concerned with the lack of developers’ knowledge on how to 
handle non-functional features and involved tradeoffs. Also, to 
compensate this lack of knowledge, software operations teams use 
more powerful IT infrastructures, though more expensive and 
complex [37]. 
Sociotechnical Issues: issues associated with both social and 
technical aspects, such as cultural differences between 
development and operations negatively affecting communication 
[30], the need for teams with new skill sets [10], and the 
intensification of existing problems due to geographic distribution 
of teams, leading to lack of trust among them [40].  Finally, the 
ineffective communication among different stakeholders, 
including development and operations teams, is pointed out as one 
of the main issues motivating the adoption of DevOps [38] [39] 
[46] [29] [49] [30] [43]. Part of the communication issues are 
credited to long release cycles hampering the continuous project 
progress monitoring and product quality [37]. In addition, it 
reduces the amount of feedback from stakeholders regarding the 
current product being built [28]. Consequently, such ineffective 
communication leads to software features delivering marginal 
value for the business and defects discovered late in the lifecycle. 

3.4 Characterization (RQ3) 
We observed a set of principles, skills, and tools to support the 
practices characterizing DevOps. Also, DevOps is an abstract 
concept that requires being instantiated to specific organizational 
contexts, instead of applying a specific set of technologies.  

3.4.1 Principles 
Figure 4 shows the principles associated with DevOps grouped 
into six categories, which are briefly explained in the following.  

Social Aspects: despite all technical principles, many of the 
DevOps characteristics are associated with social aspects among 
the software development and operations teams. For instance, the 
so-called DevOps culture recognizes trust as a relevant 
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characteristic for influencing organizational change [41] [42] [30].   
Automation: claimed to be one of the core principles of DevOps 
due the benefits it could promote. It considers that manual, and 
repetitive tasks can be automated to reduce unnecessary effort and 
improve software delivery [17] [45]. Hence, automation would 
improve not only the delivery speed, but also the infrastructure 
consistency, productivity of teams, and repeatability of tasks. 
Quality Assurance: to assure the quality of both development and 
operations processes as products. This principle supports the 
implementation of DevOps practices since it links different 
stakeholders (development, operations, support, and customers) to 
perform activities in an efficient and reliable way, as well as the 
product and services meeting established quality standards [30]. 
Leanness: some DevOps practices are based on Lean Thinking 
principles [50] (Figure 4). DevOps requires a lean process as it 
intends to ensure a continuous flow to develop and deliver 
software regularly, in small and incremental changes [35] [36] 
[46] [43]. Therefore, fostering constant and fast feedback between 
the development and operations, as well as with customers [35].  
Sharing: information and knowledge are disseminated among 
individuals to promote the exchange of personal learning and 
project information. In this sense, individuals should spread 
relevant information, for instance, those regarding how to 
implement and to perform practices recommended in the context 
of DevOps [17] [20]. Besides, information regarding changes or 
new characteristics of project or product should be spread to the 
involved individuals (software development and operation teams), 
and it promotes the workflow visibility [37]. 
Measurement: an important principle often instantiated by 
collecting efficient metrics to support the decision-making in the 
software development and operations lifecycle [17] [37] [38]. 
Many data sources explicitly pointed out four DevOps principles, 
which are associated with the acronym CAMS: Culture, 
Automation, Measurement and Sharing [37] [30] [4] [27] [25]. 
From our observations, culture in CAMS is part of what we 
capture as Social Aspects. Furthermore, we could identify two 
additional principles: Quality Assurance and Leanness. Although, 
the sources do not explicitly mention Leanness as a core principle, 
we identified many of the recommended practices are 
implementations of principles from the Lean Thinking. 
 

3.4.2 Practices 
Although the principles reveal the fundamental ideas and values 
characterizing DevOps, the practices materialize those principles 
into daily development and operations activities. Thus, one can 
recognize the adoption of DevOps regarding maturity through the 
observation of running practices into the organizations. 
Initially, we observed several recommended practices in the 
context of DevOps. Hence, to understand how and when such 
practices are performed, we identified commonalities and grouped 
them into categories and subcategories (axial coding). Figure 5 
groups the 51 practices identified into three broad categories: 
Common (33), Development (9) and Operations (9). Besides, it 
shows the codes (actual practices) belonging to each category and 
the associated number of sources they appear and occurrences 
considering the whole data. Due to space limitation, we discuss 
only most mentioned practices. 
Common practices refer to those performed by both software 
development and operations teams. It includes the subcategories: 
Collaborative (18), Procedural (14) and Services (1). 
Collaborative practices aim to foster collaboration among teams 
and their members. Role rotation is a recurrent practice [36] [49] 
[20] [2] [45]. It allows a team member to understand problems 
and solutions better from other teams, exchanging experience and 
collaborating to solve common problems. Another recurrent 
practice is to notify the right responsible people regarding issues 
on the software lifecycle allows coordinating the product team by 
triggering actions and giving awareness so that one can anticipate 
or react to problems [47] [19] [17] [31] [21].  
Procedural practices represent a set of practices performed by 
software development and operations teams together and 
concerned with their coordination. We observed continuous 
software delivery [35] [12] [43] [21] [14] and deployment 
pipeline [37] [46] [14] as the most frequent practices. 
It may represent an indication of their relevance in the context of 
DevOps. Continuous software delivery follows the idea of 
extending continuous integration cycles to include also software 
release. For that, both developers and operations are required. 
Also, the continuous delivery practice abstracts a process from 
checking the source code until the software release into 
production. Hence, the deployment pipeline is one practice to 
implement continuous delivery in an automated way.  

Figure 4. DevOps Principles 
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Concerning the Services subcategory, it represents practices 
performed together by the software development and operations 
teams and concerned with the use of different service models 
(Infrastructure as a Service - IaaS, Platform as a Service - PaaS, 
and Software as a Service - SaaS). We observed data sources 
pointing out that automation, mainly of operation tasks, could be 
supported by cloud services providing platforms (PaaS) and 
infrastructure (IaaS) facilities. Additionally, development and 
operations can be interfaced by exposing their tasks as services, 
for instance: monitoring, version control, deployment, and others. 
Among the development practices, Continuous Integration is an 
agile practice inherited in DevOps [32] [16] [21] [45], in which 
developers routinely merge, multiple times per day, their code 
into a version control repository. Hence, each change triggers an 
automatic set of tasks involving build, tests, and deployment. 
Therefore, it develops integration and testing practices in a 
reliable way, ensuring the build works in a specific environment.  
Finally, we grouped into the Operations category the practices 
performed mainly by the system administrators. Infrastructure 
configuration management and automated infrastructure 
provisioning are recurrent practices. In large-scale environments, 
operations staff should maintain a configuration management 

strategy to determine the right infrastructure configuration for a 
given software version. It helps to keep track of and to automate 
changes in the environment, avoiding unnecessary effort and 
rework. Concerning the automated infrastructure provisioning, 
this practice aims to instantiate development, testing, and 
production environments in an automated way so they can be 
consistent. The implementation of this practice is accomplished 
through the intensive use of tools or service models. 
Most of the identified practices are performed by developers and 
systems administrators together. Also, such practices aim to (1) 
support and encourage cooperation between development and 
operation software areas, (2) support the coordination of activities 
performed by these areas, and (3) integrate the execution of these 
activities as services. Finally, we identified two sets of practices: 
one specific to development and other specific to operations. 

3.4.3 Required Skills 
An issue also driving organizations to adopt DevOps is the need 
to organize teams with a set of competencies meeting the current 
software development demands. Therefore, the set of individuals’ 
skills is an important characteristic in the context of DevOps.  
In this sense, members of the software development and operation 
teams should be able to expand their abilities beyond their specific 

Figure 5. DevOps Practices 
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roles to understand and act on specific tasks. It means that 
DevOps requires team members with multiple skills (social and 
technical) [14] [45] and cross-functional teams [18] [43] [20] [2]. 
These characteristics potentially blend expertise from multiple 
sources to solve an issue or to explore potential solutions. 
We identified coding as a required skill for both development and 
operation [2]. Coding or scripting is necessary due to the need of 
automation of tasks, including infrastructure provisioning and 
deployment. Also, it is essential to have people with experience in 
measurement as it can contribute to risks analysis and mitigation 
[14]. We could also identify the need for team members with math 
skills. Foundational skills in math improve understanding of 
measurement, monitoring and performance analysis of team 
members, resources, and software systems [45]. 
A critical failure factor is an ineffective communication among 
stakeholders, justifying communication as a relevant skill in the 
DevOps context since it promotes the collaboration and 
integration between development and operations teams [18]. 

3.5 Benefits and Challenges (RQ4) 
The data sources “claim” a myriad of advantages regarding the 
adoption of DevOps, which we identified as potential benefits as 
no evidence of their achievement is given. Moreover, we grouped 
them into organizational, processes, software product and people. 
DevOps is claimed to be an enabler to the achievement of 
organizational goals efficiently. For instance, practitioners report 
DevOps practices as a competitive advantage, potentially enabling 
the increase of organizational IT performance, and consequently, 
the profit, market share, and productivity also increase [45]. Thus, 
high-performance organizations tend to work closer with IT to 
plan initiatives, avoiding sudden and unreasonable demands over 
IT teams. Besides, the use of automated solutions, such as 
configuration management and infrastructure provisioning, would 
lead to organizational benefits as they offer consistency of 
environments across different stages of software lifecycle [47] 
[38]. Ideally, it reduces efforts and costs, including the time 
needed to increase the machinery and to recovery it from losses 
[13]. Other potential benefits are: increase in the number of 
customers using the company’s software/services [48]; improve 
operational efficacy and efficiency of the organization as changes 
are based on operations and users feedback [49] [30] [22]; 
development and operations answering to business needs instead 
of their own interests, possibly reducing business risks [37] [29] 
[2]; and the focus on new features, due to automation [48]. 
Development and operations processes benefit from the constant 
integration and testing, along with automated infrastructure 
provisioning, are practices that enable to track and solve problems 
in processes and/or activities [43] [45]. In general, many 
principles and practices are reported as a cost saving alternative 
[47] [37] [41] [45], since they enable a more efficient use of 
resources (human and infrastructure), reducing waste in the 
delivery process [10] [43] [31]. Besides, we observed the sources 
claiming these practices reduce cycle and lead time of 
development and operation activities in an end-to-end perspective 
[37] [39] [11] [2] and, consequently, improve time-to-market  [35] 
[41] [46] [48] [2] [14]. Moreover, such practices and principles 
are claimed to: improve process and product visibility [2] [38]; 
support the identification and reduction of processes variability to 
improve predictability [41]; make possible the deployment of 
applications with no outage through automated mechanisms [28] 
[37] [17] [2]; and provide a flexible process to accommodate 
change requests at any time in the lifecycle [34]. 

Regarding benefits associated with the software product, the 
combination of DevOps practices such as code sharing, 
continuous integration, test-driven techniques and automated 
deploys would expose problems earlier in the lifecycle [23], 
enabling anticipation or prevention of defects [32] [30] [43]. In 
this scenario, problems associated with merging and integrating 
would be reduced, since changes are smaller and rapidly 
integrated [41]. Such practices aim at achieving working software 
constantly by adopting incremental development [43] [37]. We 
also identified benefits as supporting the improvement of system 
reliability, outstanding collaboration efforts from development 
and operations [28] [12], scalability and durability for software 
systems [28]. DevOps practices aim to meet the expectations of 
users, delivering software with high quality [34]. 
People-related benefits refer to the achievements of members of 
the development and operation teams, as well as to customers. 
One claimed benefit is the communication and collaboration 
between the software development and operations teams [38] [29] 
[14], promoted by their practices and principles that aim to break 
down functional and physical separation among such teams. Thus, 
in this collaborative atmosphere, teams are encouraged and feel 
technically qualified to work in different areas as a single unit 
[18]. We found sources indicating that development teams 
improve their productivity over time when practices such as 
continuous integration and constant feedback are adopted [45]. 
DevOps practices are also claimed to improve the understanding 
of a system under development [41], since small teams are joined 
by larger ones in a cross-functional structure. Moreover, we 
identified that DevOps aims to increase the satisfaction of 
organization’s employees [18], and customers [16].  
Beyond the benefits, there are also challenges associated with the 
culture, management, technical aspects and IT infrastructure.  
Culture: organizations usually resist to do any changes on the way 
things work [38], particularly when its culture is involved [36]. It 
may also be the case of partner and customer organizations [39]. 
This way, extra effort is always required to overcome it and 
convincing through metrics and achievements that such change is 
a benefit. This challenge becomes even harder when the teams 
lack integration and organizational incentive [15]. In 
organizations where top management does not work 
collaboratively with operational staff, software development and 
operations teams have difficulties in self-organizing and making 
decisions. Besides, it may be associated with the lack of a clear 
understanding of what DevOps means [21] [2], which hampers 
people to focus on specific aspects such as processes and tools. 
Management: the implementation of DevOps requires considering 
all the impacted teams [36], understanding development and 
operations roles and responsibilities [48]. Therefore, the 
alignment of strategies and processes for software development 
and operations teams aimed at achieving a common goal is a 
challenge [29]. In this sense, the involvement of top management 
seems to be essential to drive and support the DevOps initiatives 
[48] [2], as in initiatives consisting of considerable organizational 
change. Automation supports many of the practices recommended 
in the context of DevOps. However, the use of automation tools 
requires proper management and high investment [39] [49]. 
Moreover, the adoption of DevOps is hampered when processes 
are managed in a rigid form within the organization, allowing low 
or no level of flexibility [36] [31].  
Infrastructure: DevOps aims at constantly and rapidly delivering 
valuable software, requiring automation to support activities such 
as build, deploy to production-like environments, testing at 
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different levels and so on. However, one of the challenges for the 
implementation of DevOps is the lack of adequate infrastructure 
to support the automation of these tasks [2]. Moreover, not having 
infrastructure provisioning in an automated procedure represents 
an obstacle. The ability to keep operations stable is also identified 
as a challenge hindering the adoption of DevOps [31] [45].  
Technical: A DevOps core characteristic is the flexible working 
processes. Therefore, it is challenging to introduce principles 
when the working processes need to comply with strict industry 
standards and regulations [37] [48] [39]. As DevOps aims to 
automate every repetitive activity, including those related to 
operations [49], the need for coding skills by the system 
administrators to develop and maintain the infrastructure 
provisioning scripts represents a challenge. Also, systems with 
tightly coupled architectures also represent a technical issue [41]. 
Systems with this characteristic are harder to maintain, demanding 
additional effort from development and operation teams. 

4. DISCUSSION 
4.1 Related Work 
Erich et al. [3] performed a systematic mapping study aiming at 
understanding the influence of the relation between development 
and operations on Information System development. Based on 
that, they define DevOps as a conceptual framework for 
reintegrating development and operations based on the so-called 
“main concepts” related to DevOps, identifying then culture, 
automation, measurement, sharing, services, quality assurance, 
structures, and standards. Additionally, they also identified issues 
associated with the relationship between software development 
and operations teams, also how DevOps can alleviate such issues.  
Similarly, Lwakatare et al. [5] also performed a literature review 
supplemented by interviews with practitioners. From that, they 
identified four general dimensions of DevOps: collaboration, 
automation, measurement, and monitoring. Moreover, they 
identified issues addressed by DevOps, such as poor 
communication and manual tasks for operation processes, as well 
as expected outcomes from its adoption. 
Both works highlight the need for more research on DevOps, 
which is a contribution of our review. The captured concepts and 
dimensions are strongly related to the principles we categorized in 
section 3.4.1, which presents a greater and more structured set of 
concepts obtained through conceptualization and categorization. 

4.2 Relevance of Findings 
In general, our findings are based on the qualitative analysis of 
several data sources having different levels of rigor, including 
gray literature that is mostly opinion and experience based 
(anecdotal evidence). It means that we have almost no scientific 
evidence on it. However, we argue the need for such variety by 
considering the characterization goal, the research questions, the 
origin of the DevOps movement on practitioners’ conferences, 
and the amount of available knowledge that practitioners provide 
on this topic. Besides, among the sources, we have blogs [4] [19] 
and white papers [37] from the movement pioneers that created 
the term DevOps and should be considered. Then, considering the 
amount of 69% of the data as gray literature, we adopted GT as a 
systematic and rigorous methodology to acquire a deep 
understanding of what they mean by DevOps and to synthesize 
the different perspectives on a critical view.  
Regarding the actual findings, we do not advocate the identified 
principles and practices compose the definitive set suggested in 
the DevOps movement. It may be incomplete or even includes 

other principles and practices. As DevOps has no clear scope 
regarding the set of recommended practices [21], we understand 
these practices are reasonable for the context of this research.  
Still, many principles and practices are credited to agile and lean 
software development. It applies in particular to development 
practices (Section 3.4.2). Operations practices seem to compose 
the state-of-the-practice of systems administrators. Besides, the 
common practices, in which development and operations teams 
work collaboratively, appears to be mostly speculative w.r.t. their 
effectiveness and potential benefits. It is also important to 
comment that no evidence was found regarding the achievement 
of potential benefits, including the scientific papers we analyzed. 
Although the lack of scientific evidence, we understand that our 
findings compose an important starting point for further scientific 
investigation on these practices in the context of such 
collaboration between software development and operations teams 
in software intensive organizations. Furthermore, we highlight 
that both technical and social aspects are concerns of these 
organizations, and the motivating issues are still challenging them 
on how to succeed in their current development scenario. 
As mentioned in comments by [18] and [46], the practices in the 
context of DevOps are not new when taken in isolation, and there 
are few organizations adopting subsets of these practices for 
years. Some ones have more success than others. The claim is that 
such discussion helps to disseminate both development and 
operations practices that practitioners believe to be effective [49] 
and the need for a culture of collaboration between these 
functional areas. We believe that one possible novelty may be, as 
it is in agile software development, the specific blend of principles 
and practices to foster collaboration between development and 
operations, rather than a new methodology or set of tools. 
However, the original blend depends on each organizational 
environment, culture, domains, and other factors. 
Finally, despite the technical issues, the social challenges are 
mostly concerned with the cultural change of an organization, 
which is already identified as a critical factor in many other 
research areas like software process improvement and information 
management systems. Thus, any movement towards introducing 
DevOps recommended practices should consider it. 

4.3 Threats to validity 
The threats to validity are discussed according to [6] and [51]. 
The theoretical validity concerned with searching and selection 
bias was handled by possibly capturing multiple sources and 
applying the inclusion criteria (Section 2.1), which were 
previously established. Even not performing a comprehensive 
search, we searched in open search engines and snowballed 
backward to reach relevant data sources. One limitation relies on 
not considering videos as information sources in the protocol. 
Publication bias is also a concern in multivocal literature reviews, 
where collected data is not exclusively peer reviewed and 
accepted/published materials. That is true, even apart from the 
peer-reviewed works, as tool vendors and posts from blogs of the 
DevOps pioneers and enthusiasts have biased opinions regarding 
potential benefits of the adoption of recommended practices. We 
mitigated it by critically analyzing each term from the referred 
concepts and terms, comparing against all collected information 
through the constant comparison method and recurring to 
dictionaries when no conceptual reference could be obtained. 
Regarding descriptive validity, our extraction form and process 
were unbiasedly defined before the execution to answer the RQs 
strictly. Also, at least one researcher reviewed all information.  
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The results are internally generalizable as we achieve theoretical 
saturation on the identification or appearance of new codes and 
categories. However, from the external perspective, we cannot 
argue that as our review aimed an initial characterization. 
Finally, interpretive validity is achieved when the conclusions are 
drawn reasonable given the data. A threat in interpreting the data 
is researcher bias. For the analysis, we adopted rigorous GT 
procedures in executed parallel by two researchers to avoid bias 
and solve inconsistencies. Then, the codebooks from each 
researcher were compared iteratively against each other, 
remaining only consensual information on the resulting codebook. 

5. CONCLUSIONS 
The SE community should react to movements stemmed from 
Industry by systematically understanding them to ground the 
R&D on the topic. In this sense, we provide a characterization of 
what practitioners and academics discuss as DevOps. The analysis 
of the different sources of information allowed us to answer 
reasonably the RQs, which we discuss in the following.   

RQ1: What is the actual meaning of the term “DevOps”? We 
have indications that we reach a sound definition of DevOps. 
First, we acknowledged that some research has been conducted on 
this topic, but without a clear definition of what DevOps mean [3] 
[5]. That is one contribution that regards to the stated definition, 
reached through the solid methodology for qualitative synthesis, 
namely GT. Second, we included in the study sources naturally 
concerned with DevOps and originated from the same context it 
was created, i.e., the industry, with a strong focus on systems 
administration and development consultancy. 
RQ2: What are the issues motivating the adoption of DevOps? As 
far as we observed, DevOps is associated with a myriad of 
problems that foster its adoption in software organizations. 
Initially, the market and stakeholders exert an external pressure 
for continuously changing software systems and increasing the 
number of quality demands. From an internal perspective, the 
organizational structures and policies, as well as their manual and 
bureaucratic release processes hamper the timely answer to these 
constant demands. Besides, sociotechnical aspects influence 
initiatives to overcome the issues, aggravating the situation. 
RQ3: What are the main characteristics associated with DevOps? 
From an abstract perspective, we analyzed DevOps characteristics 
regarding principles, practices, and required skills (Section 3.4). It 
is important to remind that these categories emerged from the 
data, i.e., they were not established before the analysis. Principles 
address concerns with social aspects like culture, automation, 
measurement, sharing, quality assurance, and leanness. Besides, 
practices are the way one can observe how DevOps manifests into 
an organization. Several practices were identified, but we 
concentrate on the common practices for development and 
operations, which may regard collaboration, procedural, and 
services issues. Finally, we identified the claim for an extended 
skill set required to perform DevOps practices.  
RQ4: What are the main expected benefits and challenges of 
adopting DevOps? We could not observe evidence on the actual 
measurement or perception of expected benefits and challenges. 
However, we do identify claimed benefits addressing 
organizational, process, people, and product perspectives by 
adopting DevOps principles and practices. Also, challenges arise 
along the way, as expected in any organizational change. 

From this study, we can assert that DevOps is a movement of IT 
practitioners, which has identified a set of important issues on the 

field and that the research community should investigate 
approaches to handling them. Most of the suggested principles 
and practices need further investigation w.r.t. their effectiveness 
against the motivating issues. Moreover, we understand that 
additional investigation on characterizing DevOps may not bring 
value to the study of the practices, tools, and methodologies to put 
these things together in different organizational contexts.  
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